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Inverse kinematics solution for humanoid robot minimizing gravity-related joint torques
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A method of solving the inverse kinematics problem for a humanoid robot modeled as a tree-shaped manipulator is presented. Robot trajectory consists of a set of trajectories of the characteristic points (the robot’s center of mass, origins of feet and hands frames) in the discrete time domain. The description of motion in the frame associated with the supporting foot allows one to represent the robot as a composite of several serial open-loop redundant manipulators. Stability during the motion is provided by the trajectory of the robot’s center of mass which ensures that the zero moment point criterion is fulfilled. Inverse kinematics solution is performed offline using the redundancy resolution at the velocity level. The proposed method utilizes robot’s redundancy to fulfill joint position limits and to reduce gravity-related joint torques. The method have been tested in simulations and experiments on a humanoid robot Melson, and results are presented.

1. Introduction

In recent times, humanoid robots have become more and more popular [1–5]. They offer unique beneficial capabilities. One of the advantages of humanoid robots is their legged locomotion which makes them superior to their wheeled counterparts when traversing the uneven or unpredictable terrain. As evidenced by the DARPA Robotics Challenge [6], humanoid robots can climb stairs or step over obstacles on the ground. Other tasks of the challenge—simulating unstructured human-suit ed environment—including moving through tight spaces such as doorways,
maneuvering without losing balance on debris, and utilizing tools and objects devised for human use (power tools and vehicles).

On the other hand, the DARPA Robotics Challenge also proved that with great capabilities of humanoid robots comes great responsibility. Locomotion of legged robots is significantly more convoluted to synthesize than its wheeled counterpart. Footpath planning including proper shaping of the posture is necessary to keep balance. Even though wheeled robots are usually statically stable, the legged robots (notably bipeds) require methods to ensure dynamic stability (e.g. with accordance to commonly used stability criterion—Zero Moment Point Criterion, ZMP [7]).

Furthermore, the complicated structures of humanoid robots give them the ability to freely move their arms and legs. However, the kinematic equations have to allow for the movement of robot’s upper and lower limbs and the position of its center of mass. Usually, robot extremities have redundant structure. Therefore, methods for solving inverse kinematics (IK) of redundant manipulators are often used [8]. One possible approach is to compute IK solutions offline and store them in a look-up table for quasi-static walking trajectories [9], generate poses and join them using RRT-Connect method to create smooth motion [10]. Most methods, however, generate set points for each control step [11–13].

Taking advantage of redundancy, a composite kinematic structure has the ability to enhance total performance of the robot as it allows it to perform multiple tasks [11, 14–16]. Kinematic redundancy is often used to avoid obstacles [17–22], but it has also been exploited in a service robot performing the door opening task [23], in a head rising snake robot to track its trajectory [24, 25], and even in a social robot to convey emotions to humans [26].

Given the capabilities of redundant kinematic structures, our motivation for this work was to improve the generated joint trajectories by ensuring that joint limits are fulfilled and driving torques in joints are minimized. Joint torques minimization has plenty of benefits, especially for a legged robot. First of all, the smaller the joint torques the smaller the energy consumption and longer working time on single battery charge. Secondly, smaller torque coincides with smaller motor current, which in turn generates less heat in actuators. Lastly, reduced torque demand allows for the design of lighter servo-motors resulting in a robot with improved agility.

The aim of this work is to develop the offline method of solving inverse kinematics of a redundant robot tracking a desired task space trajectory which fulfills the ZMP criterion. At the same time, the redundancy resolution should reduce the proposed cost function (joint limit avoidance and joint torques minimization). The outcomes of the adoption of different cost functions have been validated on a humanoid robot Melson designed by the authors and are presented in this article. This article extends authors’ previous work [27].

This paper is organized as follows: section 2 presents the problem of motion planning for humanoid robots, section 3 describes the theoretical foundations of
inverse kinematics of redundant tree-shaped robots which are then applied to a humanoid robot in section 4. Section 5 describes the results of simulations and experiments, while section 6 concludes the paper.

2. Problem formulation

As mentioned in the Introduction, planning a motion of a humanoid robot is a challenging task. Here, we use the Motion Generation System (MGS). This system was developed and tested on our previous platform [28, 29]. Fig. 1 presents the structure and data flow of four main modules:

1. Motion Planner
2. Trajectories Planner
3. Center of Mass (CoM) Trajectory Generator
4. Inverse Kinematics Solver

![Fig. 1. Data flow in Motion Generation System](image)

The role of the Motion Planner is to generate set of foot placements on the ground surface for the given task specified by its parameters. Currently—as Melson was designed with RoboCup Soccer tournament in mind—the module allows for planning the following tasks: walking, kicking the ball, and picking up an object [30]. The output of the Motion Planner is the set of gait parameters.

The gait parameters are fed into the Trajectories Planner module which generates the desired trajectory of the Zero Moment Point (ZMP) and of the characteristic points on the robot. The trajectory of the characteristic points include the feet trajectory for each transfer phase and also hands trajectory for whole motion. More
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details about the feet and hands motion, and the transfer phases can be found in [29, 30].

Using the ZMP trajectory output by the previous module, the Center of Mass (CoM) Trajectory Generator computes the trajectory of the robot’s center of mass which satisfies the Zero Moment Point criterion. As a solution for CoM generation algorithm, the module utilizes the Preview Control method similarly as in [31]. More details about the implementation of the Preview Control can be found in [28].

The last module, called the Inverse Kinematics Solver, takes as an input the CoM trajectory and trajectory of the characteristic points and computes the joint angles trajectory. The computed joint angles trajectory is sent to the robot and realized in an open-loop control strategy.

In this paper we will focus on the walking task of the humanoid robot and on the last module of the Motion Generation System—the Inverse Kinematics Solver. Unfortunately, an analytical solution of the inverse kinematics problem is not practical. However, when the humanoid robot stands with one foot on the ground, it can be treated as a tree-like manipulator with a redundant kinematic structure. Therefore, to compute the joint angles, the methods of solving the inverse kinematics for redundant manipulators can be used.

The main goal of this work is to utilize the redundancy resolution to generate such a motion for a humanoid robot which will avoid the angle limits in joints and minimize the gravity-related joint torques. The details of the proposed method will be elaborated in section 3, and its application to Melson robot will be described in section 4.

3. Inverse kinematics of redundant tree-shaped robots

3.1. Preliminaries

In a tree-like kinematic structure, task coordinates—position and/or orientation—of the i-th branch end effector are stored in the vector \( t_{EE}^i \) given as [32]:

\[
t_{EE}^i = f_i(q),
\]

where \( i = 1, 2, \ldots, p \), and \( p \) is the number of branches, \( q \in \mathbb{R}^n \) is the vector of joint coordinates, \( n \) is the number of degrees of freedom of the whole tree, \( f_i(q) \) is the forward kinematics function of the i-th branch, and \( t_{EE}^i \in \mathbb{R}^{m_i} \) where \( m_i \) is the number of the task coordinates of the i-th branch end effector.

Therefore, the vector \( t \) of task coordinates of all end effectors can be written as:

\[
t = \left[ t_{EE}^1 \quad \ldots \quad t_{EE}^p \right]^T = \left[ f_1^T(q) \quad \ldots \quad f_p^T(q) \right]^T = f(q),
\]

and \( t, f(q) \in \mathbb{R}^m \) where \( m \) is:

\[
m = \sum_{i=1}^{p} m_i.
\]
Differentiating (2) with respect to time results in the following equation:

\[
\dot{\mathbf{t}} = \mathbf{J}(\mathbf{q}) \dot{\mathbf{q}},
\]

which illustrates the relationship between the time derivative of the task coordinates vector \( \dot{\mathbf{t}} \) and the joint velocities vector \( \dot{\mathbf{q}} \). The Jacobian matrix \( \mathbf{J} \in \mathbb{R}^{m \times n} \) is computed as [12, 13, 32]:

\[
\mathbf{J} = \frac{\partial \mathbf{f}(\mathbf{q})}{\partial \mathbf{q}}.
\]

Solving Eq. (4) is usually done by inverting the Jacobian matrix [12, 13, 33]:

\[
\dot{\mathbf{q}} = \mathbf{J}^+ \dot{\mathbf{t}} + \mathbf{P} \dot{\mathbf{q}}^0,
\]

where \( \mathbf{J}^+ \in \mathbb{R}^{n \times m} \) is the pseudoinverse of the Jacobian matrix, \( \dot{\mathbf{q}}^0 \in \mathbb{R}^n \) is the arbitrarily chosen vector of joint velocities to be projected on the null space of \( \mathbf{J} \) (see section 3.2), and \( \mathbf{P} \in \mathbb{R}^{n \times n} \) is the null space projection matrix, usually given as [12, 13]:

\[
\mathbf{P} = \mathbf{I} - \mathbf{J}^+ \mathbf{J},
\]

where \( \mathbf{I} \) is the identity matrix of the appropriate size.

The robot is controlled in the discrete time domain. Therefore, joint positions to be sent to the controller are obtained by using the explicit Euler integration method:

\[
\mathbf{q}_{k+1} = \mathbf{q}_k + \dot{\mathbf{q}}_k \Delta t,
\]

where \( \Delta t \) is the time step length, \( \mathbf{q}_k = \mathbf{q}(k \Delta t) \) is the vector of the joint positions at the \( k \)-th time step, and \( \dot{\mathbf{q}}_k = \dot{\mathbf{q}}(k \Delta t) \) is the vector of the joint velocities at the \( k \)-th time step.

To avoid the drift associated with the numerical integration, the closed-loop inverse kinematics (CLIK) method [12, 13, 32, 34, 35] is used to calculate the joint velocities \( \dot{\mathbf{q}}_k \) in (8):

\[
\dot{\mathbf{q}}_k = \mathbf{J}^+_k \left( \frac{\mathbf{t}_{k+1} - \mathbf{f}(\mathbf{q}_k)}{\Delta t} \right) + \mathbf{P}_k \dot{\mathbf{q}}^0_k,
\]

where \( \dot{\mathbf{q}}^0_k = \dot{\mathbf{q}}^0(k \Delta t) \) is the vector of the joint velocities to be projected on the null space at the \( k \)-th time step, \( \mathbf{J}_k = \mathbf{J}(\mathbf{q}_k) \) is the Jacobian matrix at the \( k \)-th time step, and \( \mathbf{P}_k = \mathbf{P}(\mathbf{q}_k) \) is the null space projection matrix at the \( k \)-th time step. The CLIK feedback loop is achieved by approximating the time derivative of the task space coordinates vector \( \dot{\mathbf{t}}_k \) with a differential equation:

\[
\dot{\mathbf{t}}_k \approx \frac{\mathbf{t}_{k+1} - \mathbf{f}(\mathbf{q}_k)}{\Delta t},
\]

where \( \mathbf{t}_{k+1} = \mathbf{t} ((k + 1) \Delta t) \) is the desired task coordinates vector at the \( (k + 1) \)-th step, and forward kinematics \( \mathbf{f}(\mathbf{q}_k) \) is calculated for the joint positions \( \mathbf{q}_k \) obtained at the \( k \)-th step of the solution.
3.2. Redundancy handling

A widely used technique for selecting the vector $q^0$ in (6) is the gradient projection method [12, 13, 36, 37]:

$$q^0 = -\gamma \nabla H(q),$$  \hspace{1cm} (11)

where $\gamma$ is a scalar gain, and $H(q)$ is the cost function to minimize.

The gradient projection method can be utilized to keep the joint positions away from their limits by using the cost function $H(q)$ defined as [12, 13, 38]:

$$H_{\text{joint}}(q) = \frac{1}{2} \sum_{j=1}^{n} \left( \frac{q_j - q_{j,\text{mid}}}{q_{j,\text{max}} - q_{j,\text{min}}} \right)^2,$$  \hspace{1cm} (12)

where $q_{j,\text{max}}$ and $q_{j,\text{min}}$ are respectively the upper and lower bound on the $j$-th joint position, and $q_{j,\text{mid}} = \frac{1}{2} (q_{j,\text{max}} + q_{j,\text{min}})$. Additional bonus of this function is that it guarantees cyclic joint motions, avoiding the joint drift.

Another possibility is to use the cost function $H(q)$ to minimize the gravity-related joint torques:

$$H_{\text{grav}}(q) = \frac{1}{2} \tau^T W \tau,$$  \hspace{1cm} (13)

where $\tau \in \mathbb{R}^n$ is the vector of gravity-related torques in joints, and $W \in \mathbb{R}^{n \times n}$ is the diagonal positive-definite gain matrix which allows us to define the magnitude of minimization of each component in $\tau$ separately.

We propose to combine (12) and (13) together to achieve two goals—joint limits avoidance and joint torques minimization—at the same time. In this framework, we rewrite Eq. (11) in the following form:

$$q^0 = -\gamma_{\text{joint}} \nabla H_{\text{joint}}(q) - \gamma_{\text{grav}} \nabla H_{\text{grav}}(q).$$  \hspace{1cm} (14)

3.3. Gravity-related joint torques

Gravity-related joint torques $\tau$ in (13) can be computed using recursive algorithms for dynamic modeling of robotic manipulators [39–42]. In this article, we utilize the Lagrange formulation, similarly as in [12, 43]. The potential energy $U$ of the robot is computed as:

$$U = -\sum_{j=1}^{n} m_j g^T r_{\text{CoM},j},$$  \hspace{1cm} (15)

where $m_j$ is the mass of the $j$-th link, $g = \begin{bmatrix} 0 & 0 & -9.81 \end{bmatrix}^T$ is the vector of the gravitational acceleration expressed in base frame, and $r_{\text{CoM},j}$ is the position of $j$-th
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Link center of mass in base frame. The gravity-related torque in the joint \( i \) is then computed as [43]:

\[
\tau_i = - \sum_{j=1}^{n} m_j g^T \partial r_{\text{CoM},j} \frac{\partial q_i}{\partial q_i} = - \sum_{j=1}^{n} m_j g^T J_{v_i}^{(l_j)}(q),
\]

for \( i = 1, \ldots, n \). The vector \( J_{v_i}^{(l_j)} \in \mathbb{R}^3 \) is an element of the geometric Jacobian matrix (not to be confused with the task Jacobian (5)) and is given by the following expression [43]:

\[
J_{v_i}^{(l_j)} = z_{i-1} \times (r_{\text{CoM},j} - r_{i-1}),
\]

where \( r_{i-1} \) is the position of the origin of frame \( i - 1 \), \( z_{i-1} \) is the unit vector of axis \( z \) of frame \( i - 1 \) (both expressed in the base frame):

\[
z_{i-1} = R_{i-1}^0 \begin{bmatrix} 0 & 0 & 1 \end{bmatrix}^T.
\]

However, computing the joint torques using (17) requires \( n^2 \) iterations. The numerical burden can be greatly reduced by defining the Jacobian matrix \( J_{\text{CoM}} \in \mathbb{R}^{3 \times n} \) which describes the relationship between the joint space velocity and the translational velocity of the robot’s center of mass \( v_{\text{CoM}} \) [44]:

\[
J_{\text{CoM}} q = v_{\text{CoM}}.
\]

Each column \( i \) of \( J_{\text{CoM}} \) can be computed as:

\[
J_{\text{CoM},i} = \frac{\partial r_{\text{CoM}}}{\partial q_i},
\]

where the position of the robot’s center of mass \( r_{\text{CoM}} \) is given by:

\[
r_{\text{CoM}} = \frac{1}{M} \sum_{j=1}^{n} m_j r_{\text{CoM},j},
\]

where \( m_j \) is the mass of \( j \)-th link, and \( r_{\text{CoM},j} \) is the position of the center of mass of \( j \)-th link in base frame. Total mass of the entire robot is \( M = \sum_{j=1}^{n} m_j \).

Combining equations (20) and (21) gives:

\[
J_{\text{CoM},i} = \frac{1}{M} \sum_{j=1}^{n} m_j \frac{\partial r_{\text{CoM},j}}{\partial q_i} = \frac{1}{M} \sum_{j=1}^{n} m_j J_{v_i}^{(l_j)}
\]
where \( \mathbf{J}_{v_i}^{(l_j)} \) is an element of the geometric Jacobian matrix introduced in (17). Next, equation (16) can be slightly reorganized:

\[
\tau_i = - \mathbf{g}^T \sum_{j=1}^{n} m_j \mathbf{J}_{v_i}^{(l_j)},
\]

where the sum part can be replaced by using formula (22):

\[
\tau_i = - \mathbf{g}^T \mathbf{M} \mathbf{J}_{\text{CoM}, i} = - \mathbf{J}_{\text{CoM}, i}^T \cdot \mathbf{M} \mathbf{g}.
\]

Assuming that the analytical expression for (20) is known, the computation of (24) requires only \( n \) iterations.

4. Inverse kinematics of the humanoid robot Melson

4.1. Description of the robot

Melson (pictured in Figs. 6, 7 and 8 in section 5) is a humanoid robot built by the students of the Students’ Robotic Association at the Faculty of Power and Aeronautical Engineering of the Warsaw University of Technology. It was designed for Humanoid Sumo and Humanoid Sprint disciplines popular in many robotic competitions and for RoboCup Soccer tournament. Melson has 19 degrees of freedom (DoF), and its anthropomorphic kinematic structure resembles the structure of the human body. It was modeled on an adult human body with the lengths of body parts based on biomechanical data from [45] and scaled down. Overall, Melson is 0.5 m tall and weighs 2.6 kg. Its kinematic structure allows for translating and rotating each foot relative to torso (6 DoFs per leg), setting position of hands (3 DoFs per arm) and twisting the torso (1 DoF). Melson’s joints are actuated by 12 Dynamixel RX-28 servos—in the lower limbs—and 7 Dynamixel AX-12—in the upper limbs and torso.

4.2. Application of the inverse kinematics solver to Melson

A graph representing the kinematic structure of Melson standing on its right foot is shown in Fig. 2. Each node represents a body part which consists of one or more links (e.g., a foot consists of two links, a shank of one link, and a thigh of three links). Each link is connected to its neighbor via a revolute joint (actuated by a servomotor), but connections between body parts have more degrees of freedom—just like joints in the human body—and are represented as straight lines between the nodes.

The trajectory computed by the Trajectories Planner and CoM Trajectory Generator modules is output in the form of the following vector for each time step:

\[
\mathbf{r}^{(0)} = \begin{bmatrix}
\mathbf{r}_{RF}^{(0)T} & \mathbf{r}_{LF}^{(0)T} & \mathbf{r}_{RH}^{(0)T} & \mathbf{r}_{LH}^{(0)T} & \mathbf{r}_{\text{CoM}}^{(0)T} & \mathbf{\phi}_{RF}^{(0)T} & \mathbf{\phi}_{LF}^{(0)T}
\end{bmatrix}^T \in \mathbb{R}^{21 \times 1},
\]
where $\mathbf{r}_{RF}^{(0)}$ is the position of the origin of the right foot body frame, $\mathbf{r}_{LF}^{(0)}$ is the position of the origin of the left foot body frame, $\mathbf{r}_{RH}^{(0)}$ is the position of the origin of the right hand body frame $\mathbf{r}_{LH}^{(0)}$ is the position of the origin of the left hand body frame $\mathbf{r}_{CoM}^{(0)}$ is the position of the origin of the robot’s center of mass frame, all in the frame associated with the ground. Moreover, $\phi_{RF}^{(0)}$ and $\phi_{LF}^{(0)}$ are the orientation of the right and left foot, respectively, in the ground frame, represented by yaw-pitch-roll angles ($z - y - x$ Euler angles).

However, as the robot is walking, it is more convenient to associate the base frame with the supporting foot frame. If the right foot is the base frame, then the following transformations are used:

$$
\begin{align*}
    \mathbf{r}_{RF}^{(RF)} &= \mathbf{R}_{RF}^0 \mathbf{r}_{LF}^{(0)} \\
    \mathbf{r}_{RH}^{(RF)} &= \mathbf{R}_{RF}^0 \mathbf{r}_{RH}^{(0)} \\
    \mathbf{r}_{LH}^{(RF)} &= \mathbf{R}_{RF}^0 \mathbf{r}_{LH}^{(0)} \\
    \mathbf{r}_{CoM}^{(RF)} &= \mathbf{R}_{RF}^0 \mathbf{r}_{CoM}^{(0)} \\
    \mathbf{R}_{LF}^{RF} &= \mathbf{R}_{RF}^0 \mathbf{R}_{LF}^0
\end{align*}
$$

(26)

where $\mathbf{R}_{RF}^0$ is the rotation matrix between the ground frame and the right foot frame calculated using the $\phi_{RF}^{(0)}$ angles. The rotation matrix $\mathbf{R}_{LF}^{RF}$ is used to obtain the orientation $\phi_{LF}^{(RF)}$ of the left foot in the right foot frame. Using Eq. (26), a set of
task coordinates is obtained:
\[
\mathbf{t} = \begin{bmatrix}
\mathbf{r}_{\text{LF}} \\
\mathbf{r}_{\text{RH}} \\
\mathbf{r}_{\text{LH}} \\
\mathbf{r}_{\text{CoM}} \\
\phi_{\text{LF}}
\end{bmatrix}_{15 \times 1},
\] (27)

where the superscript RF is omitted for readability.

Having the task coordinates defined in (27), the Jacobian matrix is computed using (5). The solution to the inverse kinematics of Melson is obtained by the use of (9) with the secondary task (14).

In each single support phase, the joint torques are computed according to (24), starting from the supporting foot (the supporting foot is a base). During the double support phase, the situation is more complicated as the structure of the robot becomes a closed loop chain. Therefore, equation (24) cannot be used directly. To alleviate this problem, we propose to switch off the secondary task given by (13) for the duration of double support phases. In other words, \( \gamma_{\text{grav}} \) is constant for much of the single support phase, but quickly goes linearly to zero just before the double support phase starts. It is a simplification, but it allows us to minimize gravity-related joint torques during single support phases. Future works will include expanding our method to cover also the double support phase.

5. Experiments

This section is devoted to the results of applying the Inverse Kinematics Solver to the walking task of Melson. Different values of the parameters \( \gamma_{\text{joint}} \) and \( \gamma_{\text{grav}} \) in (14) are considered. Three scenarios are tested, each with a different secondary task (defined by the values of \( \gamma_{\text{joint}} \) and \( \gamma_{\text{grav}} \)):
1. None \( (\gamma_{\text{joint}} = 0 \text{ and } \gamma_{\text{grav}} = 0) \).
2. Joint limits avoidance \( (\gamma_{\text{joint}} \neq 0 \text{ and } \gamma_{\text{grav}} = 0) \).
3. Joint limits avoidance combined with minimization of the joint torques \( (\gamma_{\text{joint}} \neq 0 \text{ and } \gamma_{\text{grav}} \neq 0) \).

Torque and joint trajectories for selected joints are presented in Fig. 3 (hip around x axis), Fig. 4 (knee) and Fig. 5 (ankle around x axis). For the hip at x axis (Fig. 3) we can see that in scenario 3 torque has been significantly reduced. Unfortunately, peaks of position at this joint have increased. For the knee (Fig. 4) we can observe similar behavior. In scenario 3 peak torque has been reduced, but position peak has slightly increased. Interestingly, for the ankle at x axis (Fig. 5) we can observe a different result. In scenario 3 the torque has not been reduced—instead, position peak for those scenario has been reduced.

For each scenario the task space trajectory generated in the MGS is the same. Gait parameters are set to perform 5 cm forward translation of the robot in 12 s.
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Fig. 3. Joint torque and position for the left leg’s hip at x axis. $S_1$ denotes scenario 1 ($\gamma_{\text{joint}} = 0.0$ and $\gamma_{\text{grav}} = 0.0$), $S_2$ denotes scenario 2 ($\gamma_{\text{joint}} = 1.0$ and $\gamma_{\text{grav}} = 0.0$) and $S_3$ denotes scenario 3 ($\gamma_{\text{joint}} = 0.35$ and $\gamma_{\text{grav}} = 1.6$)

Fig. 4. Joint torque and position for left leg’s knee. $S_1$ denotes scenario 1 ($\gamma_{\text{joint}} = 0.0$ and $\gamma_{\text{grav}} = 0.0$), $S_2$ denotes scenario 2 ($\gamma_{\text{joint}} = 1.0$ and $\gamma_{\text{grav}} = 0.0$) and $S_3$ denotes scenario 3 ($\gamma_{\text{joint}} = 0.35$ and $\gamma_{\text{grav}} = 1.6$)

using 2 steps. Sampling time is set to $\Delta t = 0.01$ s. All scenarios are recorded and presented in the movie https://youtu.be/KPiP6PhSQs4. For scenario 1 snapshots of robots motion are presented in Fig. 6. In scenario 2, the values of used parameters are $\gamma_{\text{joint}} = 1.0$ and $\gamma_{\text{grav}} = 0.0$. Snapshots for this scenario are presented in Fig. 7. In scenario 3, the values of used parameters are $\gamma_{\text{joint}} = 0.35$ and $\gamma_{\text{grav}} = 1.6$. Snapshots for this scenario are presented in Fig. 8. The values $\gamma_{\text{joint}}$ and $\gamma_{\text{grav}}$ were selected empirically.
Fig. 5. Joint torque and position for left leg’s ankle at x axis. $S_1$ denotes scenario 1 ($\gamma_{\text{joint}} = 0.0$ and $\gamma_{\text{grav}} = 0.0$), $S_2$ denotes scenario 2 ($\gamma_{\text{joint}} = 1.0$ and $\gamma_{\text{grav}} = 0.0$) and $S_3$ denotes scenario 3 ($\gamma_{\text{joint}} = 0.35$ and $\gamma_{\text{grav}} = 1.6$)

For the final test we wanted to highlight the performance of the Inverse Kinematics Solver in the context of long and periodical movement. For this test we have set the long walk of 30 steps. Only scenario 1 (no secondary task) and 2 (joint limits avoidance with $\gamma_{\text{joint}} = 1.0$) are considered. Start and final pose for both scenarios are presented in Fig. 9. In this figure we can see that final pose of the robot after 30 steps is different for different values of parameter $\gamma_{\text{joint}}$. Worth noting is the fact that in both cases the task trajectory is performed correctly. The only difference is in the
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Fig. 7. Melson walking forward—side view (top row) and front view (bottom row). IK cost function parameters: $\gamma_{\text{joint}} = 1.0$ and $\gamma_{\text{grav}} = 0.0$

Fig. 8. Melson walking forward—side view (top row) and front view (bottom row). IK cost function parameters: $\gamma_{\text{joint}} = 0.35$ and $\gamma_{\text{grav}} = 1.6$

A joint trajectory which is illustrated by Fig. 10. This figure presents the right leg hip at $x$ axis trajectory for both scenarios. In the first scenario (parameter $\gamma_{\text{joint}} = 0.0$) the joint drift is visible, while for the second scenario (parameter $\gamma_{\text{joint}} = 1.0$) the joint drift is not present.
This paper presents the description, implementation and validation of the Inverse Kinematics Solution for redundant tree-shaped kinematics of the humanoid robot Melson.

Redundancy resolution is performed via the null space projection of selected joint velocity vector. For calculating this joint velocity vector we use gradient projection method with two different cost functions. First function keeps the joint positions away from their limits. Second is a combination of this goal with the minimization of the gravity-related joint torques.

For comparative analysis we have presented experiments of three different scenarios. One without utilization of the null space projection and two experiments with different secondary tasks projected onto the null space of the robot's Jacobian matrix. Currently, our method permits to reduce gravity-related joint torques during
single support phases. Future works will include expanding our method to cover also the double support phase.

The Inverse Kinematics Solution module proved to be versatile enough to test various scenarios. All presented experiments validated correctness of the proposed algorithm. Final experiment showed that the combination of the two different goals is possible and provides results that improve motion of the humanoid robot.
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