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Abstract

In recent years, the Steer-by-Wire (SBW) technology has been gaining popularity and replacing classical steering systems. It plays the most crucial role in autonomous cars where the vehicle must perform maneuvers on its own without driver’s intervention. One of the key components of this system is the steering wheel angle sensor (SAS). Its reliability and performance may affect driver’s life and health. The purpose of this paper is to show a test system to comprehensively evaluate the performance of the steering wheel angle sensor in the SBW system during real-world maneuvers and show how SAS parameters such as accuracy of angle, angular speed etc. affect car trajectory resulting in hit cones.

For this purpose, a test system was built, with the use of virtual test drives based on CarMaker software, CANoe and VTSystem hardware. In order to evaluate its performance, the errors introduced by the system were determined. Additionally, using the realised test system, three commercial steering wheel angle sensors were tested and compared during a virtual test drive. Their errors were determined, as well as their performance in the SBW technology and the consistency of the obtained results with the parameters declared by the manufacturer were verified as well.
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1. Introduction

The Steer-by-Wire (SBW) technology has increasingly been used in the latest cars. First of such cars were the Infiniti Q50 and Q60 [1]. In SBW, there is no mechanical connection between the steering wheel and the steering rack, as shown in Fig. 1. Wheel turning is performed by an electric motor based on the measured steering wheel angle. The main advantage of such a system is that the steering ratio can be changed at will, thanks to which one can freely define how strongly the car should react to steering wheel turns, e.g. depending on the vehicle speed or the...
vehicle driving mode. In addition, vibrations from the wheels are not transmitted to the steering wheel [1, 2], which improves driving comfort, although this feature can also be considered as a disadvantage. SBW technology can also be applied in autonomous cars, allowing the cars to be controlled without the steering wheel movement. As for the disadvantages, first of all, such system is much more complicated because of its many Hand-Wheel Sensors (HWS), Road-Wheel Sensors (RWS), Hand-Wheel Motor (HWM), Road-Wheel Motor (RWM) drives, and complicated control methods [1].

Testing such types of systems as well as other devices affecting safety needs to be performed on many levels. Starting from Model-in-the-Loop (MIL) through Hardware-in-the-Loop (HIL) to road traffic testing [4]. Road testing of immature systems is very dangerous to both the driver and other road users, so there is always the dilemma of whether the manufactured device is mature enough to perform such tests safely.

![Fig. 1. Steer-By-Wire steering system with visible separation of the steering column from the actuators [3].](image)

One of the components of the SBW system is the steering wheel angle sensor (SAS) which is responsible for measuring the angle and angular velocity of the steering wheel and sending this data via a bus to the cooperating devices. An example of such sensor is shown in Fig. 2. This sensor is also used in the operation of many systems such as: electric power steering (EPS), electronic stability program (ESP), active steering, lane keep assist (LKA), four-wheel steering, active suspension [5], adaptive headlights [6] or driver drowsiness detection [7, 8]. The most commonly used protocols are Controller Area Network (CAN), Time Triggered CAN (TTCAN), FlexRay [1] and Time Triggered Protocol (TTP/C) [9]. Based on this data, the RWM actuator performs wheel turns.

Often, SAS testing is limited to basic use cases that have little to do with actual maneuvers in real driving, e.g.

1. Turn clockwise/anti-clockwise x angle at low/high angular speed and verify that the SAS shows the correct x angle.
2. Turn right/left with angular velocity x and verify that the SAS shows the correct angular velocity x.

Of course, such tests verify that the SAS correctly measures angle and angular velocity. Unfortunately, the measurements are taken only to a very small extent compared to the extent of its usage in the real world. In real driving, SAS will be responsible for measuring angle and angular velocity in various situations, including much more critical, life and health threatening situations.
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Such maneuvers may include overtaking, avoiding obstacles (moose test) or recovering from a skid. In such cases, the correct operation of the SAS can be of great importance to our health and life. This is the reason which forces us to test such critical cases.

Obviously, some of the data could be collected from real drives, but these would be limited to drives which are safe for the driver. No one would expose the driver to life-threatening maneuvers. In such a solution the coverage of test cases would be higher, but still the number of maneuvers would be limited. Additionally, we are still deprived of test data from critical maneuvers, such as car skidding. In such cases our lives would depend on these tests.

It is also common to see implementations where the test input data was generated using various tools, including MATLAB/Simulink [9, 10] and visualized using the V-Real Builder 2.0 and 3D animation toolbox. Nevertheless, these data do not fully reflect the complexity of the real world and are limited to some maneuvers encountered on the road like obstacle avoidance, lane change [11] or slalom [12].

As an intermediate step between classical HIL tests and road tests, the extension of HIL tests with virtual test drives can be used. During a virtual test drive, the relevant data can be collected in real time and then sent as input vectors to the tested device.

There are several companies in the market that provide such solutions. One solution is the CARLA simulator based on the Unreal Engine 4 graphics engine which generates high quality graphics. For this reason, the images displayed are ideal for testing cameras used for autonomous driving [13]. Another software is one from IPG called CarMaker. It is an advanced software in which you can make virtual test drives represented in a graphical environment. The software allows you to create roads (or to load real roads), specify the number of lanes, slope level, insert trees and buildings and other traffic participants such as cars or pedestrians [4]. You can define specific car maneuvers both common in real driving and less likely to happen. The software has built-in car models, and their kinematics and other characteristics corresponding to real cars. These models can be an alternative to the models defined in such programs as CarSim [14], ADAMS/Car [15] or MATLAB/Simulink [16]. Thanks to this, the virtual car behaves very similarly to its physical counterpart. Moreover, the software allows us to interfere with and modify the default settings of the car: its kinematics, suspension settings, engine characteristics, gearbox, brakes, tires, and many others. It also has models of various types of sensors such as radars, lidars, cameras, etc.,
which can be sources of data for stimulators. Thanks to its enormous configurability, virtual test drives can be a very plausible counterpart of real test drives and complement or even replace them. For this reason, it was decided to build a test system based on this software to test the steering wheel angle sensor very accurately in various driving situations.

2. Test Bench Description

The test system consists of the following components:
- IPG CarMaker software for virtual test drives and their visualization.
- Vector CANoe software to simulate other CAN bus devices working with the SAS.
- Vector VTSSystem as CAN interface between CANoe and SAS and as a pulse generator to control stepper motor driver.
- Stepper motor driver.
- Stepper motor with a built-in encoder.
- The tested steering wheel angle sensor.

A schematic of the testbench with interfaces included is shown in Fig. 3, while its actual implementation is shown in Fig. 6.
2.1. CarMaker and CANoe

A virtual test drive was prepared in CarMaker consisting in performing a slalom between 10 cones spaced every 18 meters, for a total distance of 230 meters as shown in Fig. 4.

Of the various test maneuvers available, the slalom was chosen because, while performing it, the steering wheel is turned over a wide range of angles, in both directions, and at different angular velocities. This accurately verifies the performance of the steering wheel angle sensor. The car that performed the run was a Volkswagen Beetle with default parameters set in CarMaker. The car started the slalom with an initial speed of 55 km/h and tried to maintain this speed throughout the slalom execution. The speed of 55 km/h was set experimentally because at this speed the car was able to complete the slalom in the shortest time without knocking down any cones.

In CANoe, a CAN network simulation has been prepared to simulate the other devices that the SAS communicates with. This makes the SAS work properly by measuring both angle and angular velocity and sending and receiving all the data important to it.

2.1.1. Functional Mock-Up Interface

The Functional Mock-Up Interface (FMI) was used to communicate between CANoe and CarMaker. It is an open standard that is used for exchanging models between different engineering applications and for co-simulation, which is the execution of simultaneous simulations by two different applications exchanging data in real time [17]. Such a model called Functional Mock-Up Unit (FMU) comes in the form of a zipped package with several files in it that define parameters such as interface version, interface type, data exchange period, FMI port number, and most importantly, variables which will be sent and which will be received [18]. The general principle of communication between CarMaker and CANoe using FMU is presented in Fig. 5.
2.2. VTSystem

VTSystem was used as the interface between CANoe and the SAS under test. VTSystem is a test device that consists of freely exchangeable measurement cards. This choice was made for several reasons. Firstly, VTSystem ensures real-time test execution by using a VT6011 card which provides its own processor with a real-time operating system. Second, it provides a CAN interface for communication with the SAS, for which the card VT6104A was used. Third, by using the VT2848 input/output card, it is able to generate a stable rectangular signal, which is necessary to control the stepper motor driver. In addition to the components above, the VTSystem consists of mating components: VT System Desktop Case 42 HP, VT8006A motherboard, VTC8920B power supply and CANpiggy 1057Gcap transceiver.

The VTSystem is connected to a PC via Ethernet and uses the Fast Data Exchange (FDX) protocol to communicate with. Thanks to the FDX protocol, it is possible to exchange data such as system and environment variables, CAN signals or start and stop measurements and simulations [19,20]. You can also define the variables to be exchanged yourself by using an XML file or by using the FDX Editor graphical environment built into the CANoe software.

2.3. Stepper motor controller

The hybrid controller, HBS57AJ, was used in the design of the workstation, although another controller can be used operating with similar control signals. The most important feature of using
the driver is the possibility of work in feedback with the use of an encoder built in the stepper motor. The controller operates within a voltage range of 24 to 80 V, while it accepts control signals within a range of 5 to 24 V. The controller accepts 2 digital signals: one which determines the number and speed of the performed steps, and the second one defining the direction of rotation. The number of steps performed by the motor is equal to the number of pulses that we have fed to the controller, while the angular velocity of the motor is proportional to the frequency of feeding these pulses.

The controller also has four DIP switches that can be used to enable microstep operation. Depending on the switch combination, a resolution of up to 200 microsteps can be achieved.

### 2.4. Stepper motor

A stepper motor with a built-in encoder was chosen because stepper motors controlled in an open loop can often lose steps and do not reach the required angle of rotation. The encoder provides feedback, based on which the controller compensates for any errors, causing the motor to reliably rotate by the set angle.

The motor used is a two-phase bipolar stepper motor with a maximum torque of 2.5 Nm with a minimum angle of rotation of $1.8^\circ$ with a tolerance of $\pm 5\%$. The result is that 200 pulses need to be applied evenly for the motor to rotate $360^\circ$.

### 2.5. Principle of operation and variable mapping

The FMU was defined by creating a model using a graphical application included in CANoe – Functional Mock-Up Interface (FMI). Since CANoe is used only for visualization while working with the VTSystem, with the calculations performed directly on the VTSystem, after generating the FMU file it was still necessary to change the IP address in it to that of the VTSystem.

The finished FMU was loaded into CarMaker and then the variables from CANoe were mapped to internal CarMaker variables. After loading the FMU, the control of the car was transferred from CarMaker to the model FMU. From that moment, the car was controlled not from CarMaker but based on the variables received from CANoe.

A virtual test run is started in CarMaker, which simultaneously starts CANoe. From CarMaker, the angle and angular velocity values with which the driver would like to turn the steering wheel are sent to CANoe via FMI. Then, based on the received values in CANoe using Communication Access Programming Language (CAPL) and using using equations (1) and (2), the required parameters were calculated and the stepper motor was controlled.

\[
\text{Pulse number} = \frac{\text{Requested Angle}}{\text{Angle of single motor step}}, \quad (1)
\]

\[
\text{Pulse frequency} = \frac{\text{Requested angular velocity}}{\text{Angle of single motor step}}, \quad (2)
\]

At the same time, SAS measures the angle and angular velocity value, which it then sends to CANoe via the CAN bus. Canoe upon receiving the data frame immediately sends it back to CarMaker. Finally, CarMaker applies the received data to the steering rack and the car performs the maneuver reflecting this in the graphical environment.

It is worth adding here that the exchanged variables are of double 64-bit floating point type. This allows for a very accurate data exchange and to avoid rounding or truncation errors. The flow and mapping of the variables is shown in Fig. 7.
2.6. System performance tests

Since the exchange of information between FMUs occurs cyclically at discrete moments in time, and the communication between the VTSystem and the PC running CANoe and CarMaker introduces delays, the bench introduces an unknown delay between the output and input of the model running in CarMaker. Since the values of this delay define constraints on the model, it became necessary to determine their effect on the performance of the model. For this purpose, a connection was set up and shown in Fig. 8. The data received in CANoe from CarMaker after passing through the VTSystem was immediately sent back to CarMaker. To determine the quality of the system, it was decided to determine 3 parameters: the maximum absolute angle error (MAE), the root mean squared error (RMSE) and the number of hit cones.
Note here that delay measurements do not include delays introduced by the stepper motor driver and the stepper motor itself. Determining these delays would require additional hardware and disconnection of these devices. However, these delays can be ignored, because the motor gets commands every 1 ms, which means that the angle difference it has to make during the 1 ms is very small, on the order of the motor’s accuracy, i.e., about 0.01°.

The data exchange rate between CarMaker and CANoe is configurable, and in this case, it was set to a period of 1 ms, which means that data is exchanged between these applications every 1 ms. Such a period of time allows, on the one hand, for a reliable transfer of the data between applications without overloading the processor, and on the other, provides sufficient accuracy required for testing. This value at the same time constitutes the lower limit of the data transmission period from SAS.

2.6.1. Test procedure

The following procedure was used both to determine the errors introduced by the test system and to test the steering angle sensors discussed in later sections of this publication.

1. Start the virtual test drive.
2. Collect the waveforms:
   a) the steering angle requested by the driver and
   b) the steering angle measured by the car
3. Note down how many cones the car knocked down
4. Process the data and determine the RMSE (3) and MAE (4)

\[
RMSE = \sqrt{\frac{1}{n} \sum_{i,j=1}^{n} (X_i - X_j)^2},
\]

\[
MAE = \max (\Delta x_1, \Delta x_2, \ldots, \Delta x_n),
\]

where:

\[
\Delta x_n = |X_{in} - X_{jn}|
\]

\(n\) is the number of samples, \(X_i\) is requested value, \(X_j\) is measured value.

2.6.2. Results

After performing a virtual test run, the angle values sent from CarMaker and received from CANoe at the given time points were collected and the difference calculated, as shown in Fig. 9. Additionally, the number of cones knocked over was noted.

The MAE was 0.96° and the RMSE was only 0.06°. The low RMSE indicates that the sent and received waveforms are very close over the entire range, as can be seen in Fig. 9. The MAE is an order of magnitude larger at 0.96°, and this is due to the very rapid change of the steering wheel angle when avoiding the cones. This results in larger errors, whereas, since it is a very short maneuver, despite the large value it has negligible effect on the average error of the whole run. Moreover, the car drove the whole slalom without knocking down any cone. These values show that the errors introduced by CANoe and VTSystém are negligible and such a system can be used to test the steering wheel angle sensor.
3. Steering wheel angle sensors testing

Two generations of steering wheel angle sensors from the same manufacturer SAS I and SAS II and one competitor’s sensor SAS III were tested based on the same virtual test drive. These are commercial sensors used in passenger cars. According to the manufacturer, they have an angle measurement accuracy of 0.5° to 0.1° and a frame sending period of 10 ms, which is 10 times the data exchange period of the system. The sensors use a 500 kbit/s High Speed CAN bus.

The most accurate sensor which was tested measures with an accuracy of 0.1° therefore the accuracy of the stepper motor must be better. The motor is controlled in the microstep mode and a single step of 1.8° was divided 200 more times. In the end, each single pulse rotates the motor by 0.009° which results in sufficient accuracy. In this case, a complete rotation of the motor by 360° requires applying 40 thousand impulses to it.

3.1. SAS I

The value of the reference angle and the value of the angle measured by SAS I during the entire run were measured. As can be seen in Fig. 10, the angle waveform is delayed with respect...
to the commanded waveform and heavily stepped. The main reason of the delay is the sending of the frame with a period of 10 ms and, to a lesser extent, the delay introduced by the test system. The stepped waveform is caused by low angle measurement accuracy, much lower than the one declared by the manufacturer, which is 0.5°. Analyzing the collected data, it was found that although the claimed measurement resolution is 0.5°, in reality SAS I very rarely returns half values, and most of the time it returns integer values. This may indicate that the accuracy is more than the claimed 0.5°. The RMSE was 23.4°, while the MAE was as high as 77.6°, resulting in 1 cone falling over during the run. The error graph is presented in Fig. 11.

![Fig. 11. Angle error of SAS I.](image)

3.2. SAS II

In SAS II, the mechanical and electronic components and the algorithm for calculating the angle have been modified, but the angle is still measured with an accuracy of 0.5° and sent to the bus at a period of 10 ms. As can be seen in Fig. 12, the measured waveform is also delayed, as the angle is still reported to the bus every 10 ms and there is also a delay introduced by the test system. On the other hand, the waveform is much smoother and there are no visible steps on it. This is because SAS II reports half angles much more often than SAS I, according to the claimed accuracy of 0.5°. This may indicate that the sensor meets the parameters declared by the

![Fig. 12. The steering wheel angle requested by the driver and the angle measured by SAS II.](image)
manufacturer. The RMSE was 14.4°, almost 2 times less, and the MAE was 35.4°, more than 2 times less than for SAS I, which made it possible to complete the slalom without knocking down any cones. The graph of the error is presented in Fig. 13.

![Fig. 13. Angle error of SAS II.]

### 3.3. SAS III

The sensor has the best claimed accuracy of 0.1°, which leads us to assume that the results obtained will be the best. As can be seen in Fig. 14 below, the waveform is minimally delayed relative to the commanded, as the angle is still reported to the bus every 10 ms and there is also a delay introduced by the test system. The waveform itself is smooth throughout and covers the set waveform more accurately than its predecessors, a result of the sensor’s high resolution of 0.1°. This is confirmed by the RMSE, which is just 7.95°, almost 2 times less than for SAS II. The biggest differences, compared to the two previous sensors, can be observed at the point where the steering wheel direction changes (peak values of the waveform). It can be seen that in these places, the courses of the set angle and the received angle are more similar, which is confirmed by the MAE equal to 17.1°, *i.e.* more than 2 times less than for SAS II. The absolute error waveform is presented in Fig. 15. The high performance of the sensor was finally confirmed during the slalom performance, as the car crossed the track flawlessly without knocking down any cones.

![Fig. 14. The steering wheel angle requested by the driver and the angle measured by SAS III.]
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3.4. Comparison of results

The values summarized in Table 1 show that the performance of SAS II is twice the value of SAS I, despite having the same accuracy of 0.5° catalogued. As written earlier, it is likely that SAS I does not meet the parameters claimed by the manufacturer and its accuracy is closer to 1.0° than 0.5°. In contrast, SAS III proved to be twice as efficient as SAS II. This result was to be expected since the claimed angle accuracy was 0.1°. However, the results show that an increase in accuracy does not at all yield a proportional increase in sensor performance during actual driving. For example, 5 times better accuracy of SAS III compared to SAS II resulted in only a 2× improvement in the slalom performance. The cars equipped with both SAS II and SAS III did not knock down any cones, while the car with SAS I knocked down one cone. For this reason, SAS I is not suitable for use in the SBW system because it can cause danger to passengers and other road users.

Table 1. Comparison of errors obtained during measurements of SAS I, SAS II and SAS III.

<table>
<thead>
<tr>
<th></th>
<th>SAS I</th>
<th>SAS II</th>
<th>SAS III</th>
</tr>
</thead>
<tbody>
<tr>
<td>MAE</td>
<td>77.6°</td>
<td>35.4°</td>
<td>17.1°</td>
</tr>
<tr>
<td>RMSE</td>
<td>23.4°</td>
<td>14.4°</td>
<td>7.95°</td>
</tr>
<tr>
<td>Number of cones hit</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

4. Conclusions

The steering wheel angle sensor is widely used in many systems and plays the key role in them. The reliability and performance of the sensor can affect driver’s health and life. This is why the sensor should be tested comprehensively in a wide range of use cases. The test system was built exactly for that purpose using virtual test drives and based on CarMaker, CANoe and VTSystem. Initial tests of the developed system gave satisfactory results allowing it to be used in practice. Tests based on this system revealed that the parameters of commercial sensors may differ from those declared by the manufacturer. In addition, it has been shown how steering wheel angle sensor’s parameters affect an SBW equipped car during a slalom performance resulting in hit cones. These results prove that the built test system can be a great tool to verify the parameters.
declared by the manufacturer, to compare the performance of different sensors during real-life maneuvers and, most importantly, to comprehensively test the sensor under various critical road conditions before it would go under testing in road traffic.
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